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Abstract: In many industrial edge computing applications, terminal devices are often remote and 
widely distributed. To achieve cross-domain authentication, some researchers store authentication 
information on a blockchain network built by edge nodes. However, since terminal equipment 
may be damaged or require updates to its authentication parameters, a trusted solution for 
deleting and modifying blockchain-stored authentication information is needed. This paper 
proposes using chameleon hash trap technology to maintain blockchain integrity while enabling 
data correction. Experimental results show that the scheme efficiently generates and distributes 
sub-private keys for modifying on-chain authentication data. The modifiable blockchain is 
well-suited for maintaining device authentication information, ensuring system security and 
maintainability, and improving communication efficiency.
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1 Introduction

With the popularity of terminal equipment such as mobile
phones and portable mobile computers, a large number of
terminal devices are connected to the network. In this case,
the cloud server needs to provide services for every user,
which is bound to add a huge burden to the computing and
communication capabilities of the cloud server and easily
form a bottleneck. In this context, the edge computing
model came into being. Edge computing’s way of sinking
the computing services of cloud servers located in a trusted
environment to edge nodes can well alleviate the heavy
computing bottleneck problem of cloud servers. However,
although the edge computing model improves the system
performance of the cloud computing model, the security of
the system does not improve, and even brings new security
risks due to the wide geographical distribution of edge
nodes and terminal devices. In recent years, many scholars
have applied blockchain technology to edge computing to
solve the problem of device security authentication in the
edge computing mode, and applying blockchain technology
to edge computing can improve the service quality of
edge computing in terms of credibility, data integrity and
secure sharing. Zhang et al. (2023) stored the temporary
public key issued by the certificate authority in the
blockchain to achieve cross-domain batch authentication.
That is, the certificate is written to the blockchain, because
the blockchain has the characteristics of non-tampering,
therefore, the temporary public key is deployed on the
blockchain, which realises the purpose of temporary public
key authentication in disguise. A certificate authority is not
required to verify the authenticity of the certificate, but this
method does not consider the issue of certificate revocation.

Liu et al. (2023b) adopted a similar approach, putting the
public key into the blockchain to achieve proof of validity,
while writing the user login process into the smart contract
to complete the transaction confirmation. Guo et al. (2019)
write the user login process to the blockchain, making it
impossible for users to repudiate. Wang et al. (2020) further
innovated on this basis, proposing to store the public key
in the blockchain. Liu et al. (2023a) write the certificate
information to the blockchain, verify the validity of the
public key by verifying the validity of the blockchain data,
and avoid viewing the certificate revocation list.

The above methods do not take into account that
the information uploaded by the terminal device is not
necessarily reliable, and the changes and damage of the
terminal equipment are likely to cause the data on the
chain to be unavailable. Due to the immutability of the
blockchain, the data after the chain cannot be deleted or
modified. Therefore, we need to study a modifiable method
of blockchain to conditionally break the immutability
feature of blockchain. In the research of blockchain security
correction method, Aizherson proposed editable blockchain
technology based on the chameleon hash function. As long
as you know the trapdoor of the chameleon hash function,
you can find a collision of existing data, so as to realise
the editing of blockchain data. In the company’s solution,
the trapdoor is handed over to the trusted centre, and once
the trusted centre is attacked, there is a risk of the trapdoor
leakage, and the scheme is not highly decentralised.

Li et al. (2023) proposed a ledger modification scheme
based on gate ring signature, which relies on the block
structure of the proof-of-space consensus mechanism. When
the data expires or expires, one node puts forward a deletion
proposal, other nodes vote for the proposal, and when the
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node that agrees to the proposal exceeds the set threshold,
the system generates an exclusive deletion message; then,
the node that agrees to the proposal becomes the signature
node, which generates a threshold loop signature on behalf
of the entire system; finally, the proponent stores the
generated ring signature in the original location of the
transaction data, and then broadcasts it to the whole
network to complete the deletion operation. Later, Ren
et al. (2019, 2020) improved their scheme (Zhang and Lee,
2019), by reconstructing the signature subblock in the block
body, adding the manoeuvre factor to the block so that it
did not change the hash value of the block before and after
the modification. However, the disadvantage of this method
is that it depends on a specific block structure and is not
universal to most block structures.

Based on the alliance chain, Guo et al. (2019) improved
the chameleon hash algorithm, generated the chameleon
hash subkey of the system on a trusted node, and then used
the random number generation protocol and secret sharing
technology to randomly select the modifiers to modify the
block when there is a need for modification. The scheme
improves the chameleon hash algorithm in several aspects,
and when the ledger modification operation is required, the
modification operation can be completed without additional
calculations by other nodes, and the scheme is based on a
trusted central node, and the modification does not skip the
step of centralisation.

Wang et al. (2020) optimised the chameleon hash
algorithm, which also generates the chameleon hash key of
the system by a trusted node, splits the system private key
into multiple private key shares through secret sharing, and
distributes it to all nodes in the network or the nodes with
the highest shares; when the ledger modification operation
is required, the sub-private key of each node is restored
to the system private key, so as to modify the transaction
content. There is a problem with this scheme: although the
sub-private key of the chameleon hash is stored on multiple
nodes, and the ledger modification process reaches a certain
degree of decentralisation, the generation and restoration of
the key requires a centralised trusted node, so the degree of
decentralisation of the scheme is not high.

In this paper, in the edge computing mode, the
edge nodes constitute a blockchain, which solves the
cross-domain authentication problem of terminal devices.
The chameleon hash method is adopted to realise block
modification, which solves the problem of modification
of authentication information caused by terminal device
changes and damage. The modification method is that the
service centre stores the private key of the chameleon hash
in the form of a time slice and publishes the public key
of the chameleon hash, and when the edge node needs to
modify the data in the blockchain, the service centre splits
the private key into multiple copies and distributes it to
multiple edge power nodes. After the edge node receives
the sub-private key of each edge power node, it synthesises
the trapdoor master private key for the edge node to modify
the data.

2 Preliminaries

2.1 Chameleon hashing algorithm

The reason why blocks in a blockchain are difficult to
modify between each other is that blocks are generated by
hashing. Modification of one hash in the hash link causes
subsequent link hash errors (Gong et al., 2023; Zhang et al.,
forthcoming, 2023). The chameleon hash function, also
known as the trapdoor hash function, was first proposed by
Krawczyk and Rabin (Ren et al., 2019; Hu et al., 2022;
Zhou et al., 2023), and the corresponding collision can
be easily calculated when the trapdoor key is mastered.
The existing method of modifying the blockchain uses the
chameleon hash function to modify the block data without
changing the hash value.

The chameleon hashing algorithm consists of three main
parts: hash function, chameleon trapdoor generation, and
hash value generation.

• Hash function: The chameleon hash algorithm uses a
basic hash function as its base. The function accepts
an input message and outputs a fixed-length hash
value. This hash function can be any commonly used
hash function such as SHA-256 or MD5. In the
chameleon hash algorithm, we use a hash function to
generate a hash value h, which will be used to
generate the chameleon trapdoor and hash value.

• Chameleon trapdoor generation: A chameleon
trapdoor is a secret parameter that generates a hash
value associated with a specific key. Specifically, the
chameleon trapdoor is generated by a public
parameter (hash value h) and a secret parameter (key
k). In the chameleon hash algorithm, we use a special
chameleon trapdoor generation algorithm to generate
the chameleon trap. The algorithm first selects a
random number b and computes a parameter a that is
independent of the key k, and then it calculates a
random number r such that r = h−b

a , while the
chameleon trapdoor t can be generated by using the
chameleon trapdoor generation algorithm, t = k−b

r . Its
chameleon trapdoor t is a secret parameter associated
with the key k.

• Hash value generation: The generation of hash value
is the final step of the chameleon’s hashing algorithm.
In the hash generation phase, we use the chameleon
trapdoor t to generate the hash value associated with
the key k. Specifically, we use the common parameter
h, the chameleon trapdoor t, and a random number x
to generate the hash value. The hash value is
calculated as: h′ = t ∗ x+ b mod p, where b and p
are the random numbers and large prime numbers
used in the chameleon trapdoor generation algorithm.

For Krawczyk and Rabin (1998), the chameleon hash
algorithm has five functions, which are described as
follows:
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• Initialise Setup(λ): From the security parameter λ,
calculate the public parameter pp = {p, q, g}. And p
and q satisfy the equation: p = kq + 1, g is the
generator of the multiplicative cyclic group Z∗

p .

• Generate key GenKey (pp): According to the
parameters pp generated by initialisation, output the
public key h, private key s. s is the element
randomly selected in the multiplicative cyclic group
Z∗
p above, and the public key h = gs mod q.

• Calculate the hash value CalHash(h,m, t): Through
the known public key h, plaintext m, and variadic r,
the corresponding chameleon hash value
CH = gmhr mod p is obtained.

• Parameter t forge function Forge(s,m, t,m′): via the
trapdoor key s, the original m and the modified
original text m′ and the parameter t. Output the
variadic parameter t′ matched by m′ after
modification.

• Verify the chameleon hash V erify(h,m, t, CH):
Verify whether the chameleon hash CH corresponds
to the plaintext m, parameter t, and enter the above
parameters. If output 1 is matched, output 0 is not
matched.

According to the above principle and algorithm, the
processing of the message using the chameleon hash
requires two parameters: message m and parameter t. The
parameter t is mutable, and after the message m is modified
by the edge node, the parameter t can be changed so that
H(m, t) = H(m′, t′).

2.2 Shamir key distribution and recovery algorithm

The method of modifying blockchain data is to replace the
traditional hash function with a chameleon hash, in this
scheme, most of the research scheme is a decentralised
method, each node’s private key generation algorithm
can only generate its own sub-private key, the modified
trapdoor private key is the total private key s = s1 + s2 +
. . .+ sk.

In the mode of edge computing, the location and
security status of edge nodes is complex and changeable,
and the location and security of the registry can be
guaranteed. A centralised approach can be adopted in this
environment. That is, in the blockchain composed of edge
nodes and registration centres, the registry is used as the
central trusted node in the blockchain, the registry is used
as the key distribution centre, and the private key of the
chameleon hash is split into multiple copies for distribution.

The key splitting and recovery algorithm in this paper
is the Shamir key distribution and recovery algorithm (Ren
et al., 2020; Ateniese et al., 2017; Krawczyk and Rabin,
1998). Shamir’s secret sharing, a cryptographic technique
used to distribute secret information among multiple
participants, was first proposed by Israeli cryptographer Adi
Shamir in 1979 (Li et al., 2018; Rong et al., 2015; Shamir,
1979; Lv et al., 2021). It can be used to securely distribute

passwords or other sensitive information so that the original
secret can only be recovered if certain conditions are met.

In the chameleon hash key generation algorithm, the
private key s generated by the GenKey (pp) algorithm
is a randomly selected element in the multiplicative loop
group Z∗

p . Therefore, the Shamir key distribution and
recovery algorithm is used to fit the key distribution and
recovery scenario. The specific methods of splitting the key,
distributing the key, and recovering the key are as follows.

• Initialisation: The registry CS randomly selects n (the
number of power nodes) different non-zero element x1

from the finite field GF (p), x2 . . ., xn, the registry
CS has non-zero element information corresponding
to n power nodes, and exposes its non-zero element
xr(1 ≤ r ≤ n) for each power node r.

• Subkey distribution phase: The secret to be distributed
by the registry is a subkey of the chameleon hashgate.
Randomly select (t− 1) elements in GF (p), the
ai(i = 1, 2 . . . , t− 1) to form a polynomial of order
t− 1, see equation (1).

f (x) =

t−1∑
i=1

a0 + aix
i mod p (1)

p is a large prime number, and p > s, private key
s = f (0) = a0. The registry generates a subkey for
the authority edge node, as shown in equation (2), and
sends it to the corresponding authority edge node in a
secure manner.

sr = f (xr)

=

t−1∑
i=1

a0 + aix
i mod p (r = 1, 2, . . . , n)

(2)

• Chameleon hash trapdoor recovery: Nodes that hold
subkeys of t or greater than t power edge nodes can
recover the hash trapdoor private key S using the
Lagrange interpolation formula, and nodes with less
than t subkeys cannot recover the private key s, see
equation (3) for the Lagrange interpolation formula.

s = f (0)

=

t−1∑
i=1

f(xi)

t∏
v=1,v ̸=l

−xv

xi − xv
mod p

(3)

3 Method details

3.1 Network model

The model architecture is shown in Figure 1 and consists of
three main parts. User devices, edge computing nodes (edge
servers) and cloud service centres (registration centre). The
architecture diagram is roughly the same as that studied by
the majority of scholars, the only difference is the addition
of the concept of power nodes, power nodes are special
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edge nodes, edge nodes can be upgraded to power nodes
after meeting certain conditions (see below for promotion
conditions), power nodes are in charge of the sub-keys
assigned by the cloud service centre. An edge computing
node and several end devices form an edge service domain.
In the system architecture, there is one blockchain for
storing the digital certificate after the terminal device is
successfully authenticated, and the other blockchain stores
the device information of the active terminal.

Figure 1 Network architecture (see online version for colours)

3.2 Authentication information modification methods

Terminal device authentication process: when a terminal
device initiates an authentication request to an edge node,
the edge node first checks whether the terminal device has
ID information locally, that is, the edge node determines
whether the terminal device is a recently active terminal
device, and if the ID information of the terminal device
is found locally on the edge node, it directly returns the
authentication success. If the terminal device information
does not exist at the edge node, it will go to the full node
on the chain to query whether there is digital certificate
information, and the authentication is successful if there is
a digital certificate.

Modify the process of block authentication information:
the flow chart of modifying authentication information is
shown in Figure 2, and the specific modification process is
as follows:

• When the terminal device changes and needs to
modify the authentication information on the
blockchain, we need the edge node to generate a
proposal to modify the on-chain information and send
the modification proposal to the service centre, and
the information proposal is accompanied by the
device ID of the terminal device, the reason for

modifying the authentication information and the time
when the information is sent.

Figure 2 Block modification flowchart (see online version
for colours)

• The service centre accepts the proposal and verifies
its modification request, if the verification is not
passed, it sends an objection to the modification
message to the proposal initiator, if the verification is
passed, the service centre finds the trapdoor private
key of the chameleon hash in the period (the
modification of the period requires the chameleon
hash key for operation), splits it into multiple
sub-private keys and assigns it to the power node (the
power node is generated by the edge node with a
large number of service terminal devices), and the
number of split sub-private keys determines the
security of its chameleon hash private key. Because
the private key is formed by merging sub-private
keys, the greater the number of sub-private keys that
are split, the lower the risk of leakage of the merged
private key and the higher the system security.

• When each power node receives and verifies the
message sent by the service centre, it encrypts the
sub-private key it holds and sends it to the edge node
that initiated the modification request, after the
sub-private key is sent, the power node can choose to
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destroy or retain the sub-private key, even if the
power node retains the sub-private key, privately
owning a sub-private key can not modify the
corresponding block of the blockchain, even if it has
all the sub-private keys, becomes a malicious node,
and privately modifies the local blockchain node. It is
also impossible to synchronise other edge nodes with
their local blockchain information due to the lack of
participation of the service centre.

• Once the modification operation is completed, the
edge node also needs to return a reply message to the
service centre, telling the service centre that it has
been modified, and with the identity sent by the
service centre, proving that the modification is
completed by the key distributed by the service
centre, then the service centre can send
synchronisation requests to other edge nodes to
update the blockchain information of other nodes in
the entire distributed system.

3.3 A method by which an edge node is promoted to a
power node

Compared with ordinary edge nodes, the only difference
between the power node and ordinary edge nodes is that it
needs to accept the sub-private key issued by the service
centre and send its sub-private key to the edge node that
made the modification request, which can judge the request
issued by the edge node to modify the on-chain data, and
determine that the request for joint issue will send the
sub-private key it holds to the edge node. There are two
more suitable scenarios for promoting an edge node to a
power node:

• Vote based on the edge node. That is, the edge node
that wants to be promoted to a power node initiates a
promotion request to other nodes, and the other edge
nodes judge the authenticity of the node after
receiving the promotion request, and return the
consent request if it is reliable. After receiving a
consent request from a certain threshold, the edge
node that wants to be promoted to an authority node
is promoted to an edge node. The communication
overhead caused by this method will be relatively
high.

• Based on the edge node workload. This is the
approach we have adopted. The workload refers to
the number of service terminal devices, because the
edge node will regularly transmit its successfully
authenticated terminal devices to the service centre,
so the service centre stores the number of terminals
served by each edge node. We select the edge node
with the top x of the workload to promote to the
power node. Compared with the above scheme, this
scheme has less communication overhead, and it does
not need to vote for power nodes, because the service
centre stores the workload information of each edge
node, and only needs the service centre to select the

top x (0 < x < 100) nodes with the highest workload
as power nodes.

3.4 Chameleon hash key generation granularity

The chameleon hashing algorithm requires a pair of public
and private keys when modifying data. In addition to
the service node’s need to store the private key for each
modification, which adds a burden to the storage space
of the service centre, the service centre’s broadcast of the
public key and the process of sending the sub-private key
to the power node, and the service centre’s acceptance of
the process of initiating the modification node proposal
delivery process also require additional communication
costs. Therefore, in this case, different key generation
granularity has a greater impact on the communication
efficiency and storage space of the system, according to the
research of Lv et al. (Jian et al., 2022; Liang et al., 2020;
Cai et al., forthcoming) commonly used key generation
granularity is divided into the following:

• Key generation granularity: Every time the data is on
the chain. For each data write in the blockchain, a
chameleon hash key pair needs to be generated. This
method is very secure, and leaking a chameleon hash
public private key will only cause the corresponding
data to be tampered with, and any other on-chain data
cannot be modified. But the biggest disadvantage of
this method is that it brings great storage pressure and
communication pressure to the entire blockchain
distributed system, once the device writes a large
amount of data to the blockchain, this will greatly
increase the burden of the entire distributed system,
because the full nodes in the blockchain will
synchronise all newly added and modified data.

• Key generation granularity: Each block produced.
Every time a new block is generated, the
corresponding chameleon hash key pair is generated
at the same time, which is equivalent to the previous
key generation granularity, and its time and space cost
is much less. In the Bitcoin system, a block size is
about 1 MB, and a transaction data requires about
250 B of space, that is, a block can hold about 2,500
transactions, so the key generated by the block for
granularity is equivalent to the granularity of each
data on the chain, and the efficiency can be increased
by about 2 ∗ 103 times. When an attacker obtains the
key pair, it can modify any data of the corresponding
block at will, and this key generation density is only
suitable for cases where the number of modifications
on the chain is relatively small.

• Key generation granularity: Per time period. The key
generation granularity used in this article is generated
for each time period, and we put the key generation
density in each time period to save overhead and
ensure data security. The service centre publishes a
key pair per time period, and the data on the chain
during that time period is hashed by the chameleon.
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The specific time period size can be determined
according to the frequency of specific modification
operations, and the time period can be adjusted longer
with high modification frequency to prevent excessive
communication and storage overhead caused by the
private key pair.

• Key generation granularity: Only one key is generated
in the chain. That is, all data on-chain operations of
the blockchain only use this chameleon hash key pair,
which can modify all data on the chain. This scheme
has the lowest communication overhead and storage
overhead, and it has the lowest security factor, and
once the attacker has its key, he can modify any data
on the chain. This solution is suitable for scenarios
where the value of on-chain data is low, and the
communication overhead and storage overhead are
extremely low.

4 Experiment details

Due to the limited experimental environment and funds,
we cannot construct a real distributed system for complete
experiments. Therefore, the experimental step we use is
to go through the above technical route to prove that the
proposed method is indeed feasible and effective.

This section will show Shamir key distribution
and recovery, chameleon hash technology modification
experiments, and blockchain initialisation, storage of
authentication information, modification of authentication
information and other experiments in a stand-alone
environment. And analyse the time and performance
overhead of these experiments.

4.1 Experimental environment

Our experimental environment is as follows:

• Hardware: This section conducts simulation
experiments in the Intel i5 9300H processor
(2.4 GHz), 16 G memory, and 1 T mechanical disk
Lenovo computer.

• Software: Under the Windows 10 operating system.
Use the jpbc 2.0.0 cryptography package in the Java
JDK 1.8 environment.

4.2 Shamir key distribution and recovery experiment

This experiment was performed using a Shamir toolkit
packaged according to the jpbc (Long et al., 2023;
Diao et al., 2023; Hu et al., 2023; Liang et al., 2022,
2023) cryptography package. The Shamir key distribution
algorithm requires two parameters n and t, n is the number
of copies of the key distribution, t represents the minimum
score required to recover the key, Figure 3 is Shamir’s
demo code.

Figure 3 Shamir key distribution code

In the demo code, we use a simple English paragraph to
represent our private key, and then pass in the required
parameters n, t in the doIt method, where we get n is 10
and t is 8. It represented the distribution of ten different
paragraphs of information in English and the restoration
of the eight paragraphs of information that needed to
be distributed in English. After this code passes through
the compiler runner, it can be found that the value of
the sumsecret is summarised by 8 pieces of information
and successfully restored to the beginning of the English
paragraph, that is, our private key.

4.3 Chameleon hash technique modification experiment

First, after encapsulating the chameleon hash class
according to the cryptography JPBC library in Java, then
implementing the initialisation Setup(λ), generating the
key GenKey (pp), trapdoor Forge(s,m, t,m′) and other
methods required to achieve the chameleon hash, and
finally start the corresponding experiment.

At the beginning of the experiment, the hash value
of key generation and initial information was calculated
through the encapsulated chameleon hash class, and then
the initial value of the initial value was changed, and then
the hash value was calculated.

This is known from the compiler result, strMsg1 and
strMsg2 are two completely different initial information,
calculated by the Forge trapdoor function, and their hash
values are found separately, and it can be found that the
hash values of the two are exactly the same. Therefore, for
the chameleon hash, even if two completely different pieces
of information, after mastering the trap, the same chameleon
hash value can be constructed.

Compared with the traditional hashing algorithm, the
chameleon hashing algorithm mainly has the following
disadvantages:

• Key compromise risk: Traditional hash functions do
not have a key, and if the key of the chameleon hash
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is compromised, an attacker can use the key to forge
the hash value, thereby compromising the security of
the system.

• Attacks that can target keys: The security of
chameleon hashes relies on the confidentiality of the
keys. If an attacker is able to crack the key, they can
impersonate a legitimate user by generating a valid
hash value to access sensitive data or perform other
malicious behaviour, threatening the security of the
entire system.

• Computationally inefficient: Chameleon hashes are
slower to compute compared to traditional hash
functions, which can negatively impact the
performance of the system.

• Chameleon hashing implementation complexity:
Because the algorithm for chameleon hashing is
complex, the software or hardware that implements
the algorithm may require more time and resources.

4.4 Blockchain experiment in a stand-alone
environment

Chain initialisation: the initialisation process of a
blockchain typically consists of the following three steps:

• Create a genesis block: A genesis block is the first
block of the blockchain and contains some initial
parameters and states of the blockchain.

• Define blockchain rules: Define the transaction rules,
consensus algorithm, block size, mining reward, etc.
of the blockchain to ensure the stability and security
of the network.

• Setup nodes: Start nodes and connect them to the
network, ensuring that nodes can receive and
broadcast transaction information.

During chain initialisation, the main work is to complete the
genesis block generation step and generate the chameleon
hash key on a regular basis. The genesis block is the
starting point of the entire blockchain. It is generated by
the creator or initial team of the blockchain and usually
contains some initial metadata such as initial parameters,
initial state, etc. The genesis block can also be thought of as
the ‘initial state’ of a blockchain network, as all subsequent
blocks are built on top of it. The genesis block header JSON
format of the blockchain in our stand-alone environment in
Figure 4.

The meaning of the symbols shown in Figure 4 is
as follows, ‘id’ is 0 means that it is the genesis block,
the ‘hash’ value is the hash value of all parameters of
the current block together to calculate the hash value,
‘previous_hash’ represents the hash value of the previous
block, the above value is 0 because the genesis block
does not have a predecessor block, ‘Merkel’ represents the
last hash obtained after many authentication information
is obtained after seeking hash separately, and ‘Merkel’ in

the genesis block the root value is still empty because
the authentication information has not been stored in the
genesis block body.

Figure 4 Genesis block header

Since the chameleon hash key is required to modify the
authentication information, we write a method to generate
the chameleon hash key, the main code of which is shown
in Figure 5.

Figure 5 Generate key code

According to the concept of key generation granularity
mentioned in the above subsection, the granularity we
took in the experiment for each time period to generate a
chameleon hash key, in the service centre we must generate
a chameleon hash key at regular intervals, the key includes
the public key and the private key, and broadcast the public
key in the key to other edge nodes, so that the hash value of
all authentication information during this period is obtained
by the chameleon hash algorithm with the public key as a
parameter. Therefore, in order to generate the corresponding
chameleon hash key, we set the corresponding timing task
in the system, the timing time is set by ourselves, I set it
to an hour here, let the code run every hour to generate
the corresponding chameleon hash key, and then we use
class serialisation to store the chameleon hash key into the
service centre database.

Stores authentication information: To store
authentication information, you need to obtain the
chameleon hash public key for the chameleon hash
operation in the current time period, which is broadcast by
the service centre regularly, and the edge node needs to
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listen to the channel at regular intervals to accept the public
key broadcast by the service centre in order to calculate the
chameleon hash value of the authentication information.

Figure 6 Stored authentication information

In the authentication information, the authentication
information needs to specify the block number stored, and
the authentication information stored in each block has an
upper limit, that is, the authentication information that can
be stored in a block is limited, and the upper limit needs to
be specified by the system, and the upper limit is specified
as four pieces of information in this experiment. After
storing the information, the block header and block body
are shown in Figure 6.

The block header is mainly composed of its own
block ID, block hash value, as well as the four parts of
the precursor block hash value and Merkel root value,
and the relevant information of block generation, such
as timestamp and block generation difficulty coefficient
nonce two parts. The block body is mainly composed
of authentication information and key information used to
store authentication information, and hash and r are the
trapdoor information generated by the chameleon hash,
which is used to obtain its chameleon hash trap when
modifying the authentication information. Each time the
authentication information is stored, the Merkle root value
in the block body will be changed, and when the block
authentication information storage reaches its storage limit,
the Merkle root value information will not be modified.

Modify the authentication information: the chameleon
hash is used in the block structure as shown in Figure 7,
the lock on the authentication data represents that the hash
function of the transaction data hash is replaced with the
chameleon hash function, and the change chameleon hash
trap and the chameleon hash private key need to be obtained
to modify the authentication information.

Figure 7 The position of the chameleon hash in the block
(see online version for colours)

Figure 8 Modified authentication information

Chameleon hash trap: The chameleon hash trap is calculated
when the authentication information is found when the
chameleon hash, it is stored in the relevant place of the
authentication information, that is, in the authentication
information in the block body can find its chameleon hash
trap, whenever the authentication information is modified,
directly make these three parameters ‘modified information,
chameleon hash trap, chameleon hash private key’ can find
the hash value of the original information. Although the
chameleon hash trap can be calculated by the public key
and the original information, the amount of computation
and time overhead associated with the latter method is
significantly reduced compared to the method of directly
storing in the block and obtaining it directly from the block
information.

Chameleon hash private key: The chameleon hash
private key requires the edge node to query the current
block generation time key_gen_time. The generation time
is attached to the information modification proposal and
sent to the service centre, which verifies the proposal
and distributes the chameleon hash private key to the
corresponding permission node. When the edge node
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merges the chameleon hash private key from the permission
node through the key merging algorithm, it can modify the
data in the block body together with the chameleon hash
trap.

The specific modification of the block structure before
and after the change is shown in Figure 8, see that the
information in the ‘message’ has changed before and after,
after modifying the single authentication data, due to the
use of the chameleon hash trap, the single data hash value
will not change, the hash value of the two hashes will
not change, see Merkle root structure diagram, so the hash
value and Merkle root value before and after modification
will not change, and the block structure of the precursor
block will not change with modification. The rear-drive
block will also not change.

For the question of how to synchronise blocks, the
updated block will be sent to the service centre by
modifying the node, and after the block is verified by the
service centre, each edge node in each domain is notified
to synchronise its own local block.

So, when the authentication device is damaged or
changed, the invalid authentication information of the
endpoint can be deleted or changed, saving the storage
space of the edge device and facilitating the management
and maintenance of the authentication information.

5 Conclusions

In the edge computing environment, in order to solve
the problem of editing and modifying the authentication
information in the blockchain formed by edge nodes, this
paper adopts the method of chameleon hash and key
generation time slice to edit and modify the authentication
data in the blockchain. For the distribution and recovery of
chameleon hash keys during the modification process, we
adopt the policy of using the service centre as the centre
of key distribution, distributing the key through the service
centre, and restoring the key at the modification node.

In the experimental part, this paper tests the Shamir
key distribution and recovery algorithm and tests the time
overhead of the algorithm. The algorithm has less time
overhead when the number of distribution keys is small and
the number of subkeys required for merging is small. After
the chameleon hash and key distribution experiments, it is
verified that there are no technical obstacles to the method
of chameleon hashing and key distribution technology to
modify the on-chain data, and finally, this paper conducts
the storage and modification of authentication information
experiments in the stand-alone blockchain to simulate the
storage and modification process in the actual situation.

After the above experiments, it is proved that when
the authentication equipment is damaged or changed, that
is, when the corresponding authentication data on the
edge node needs to be modified, the proposed scheme
can reliably and effectively modify the authentication
information in the actual environment, and will not change
the block structure before and after, and adapt to a variety
of consensus algorithms.
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