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Abstract: IoT applications often involve devices with limited processing
power, memory capacity, and low resource consumption. The vast number
of devices connected to IoT networks generates massive amounts of
data, making effective data management crucial for IoT applications. IoT
applications prefer lightweight messaging protocols over the standard internet
protocol, hyper text transfer protocol (HTTP). Message queue telemetry
transport (MQTT) has emerged as a popular communication protocol for
IoT applications. In some instances, specific messages may hold greater
importance than others. However, most standard IoT protocols lack inherent
mechanisms to prioritise incoming messages. This paper presents a new
approach to reducing network traffic in IoT applications by selectively
transmitting messages while prioritising the processing of urgent messages.
The proposed method is integrated with HBMQTT, an MQTT broker. The
experimental evaluation indicates that with the proposed PR-MQTT broker,
the latency of the priority messages remains nearly constant, irrespective of
the message’s index position. Priority messages are consistently delivered
within 10-15 milliseconds, resulting in a speed improvement of over 90%
compared to regular messages. Additionally, the proposed approach reduces
CPU resource utilisation and network traffic by 25% and the transmission
delay of normal messages by 50%.

Keywords: internet of things; IoT; MQTT protocol; message priority; IoT
networks; network traffic.
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1 Introduction

Advancements in computing and communication technology have facilitated the
connection of an increasing number of devices to the internet, giving rise to the
revolutionary concept of the internet of things (IoT). In an IoT environment, various
components such as physical devices, software components, and cloud-based services
communicate over a network to provide specific services or functions (Wazid et al.,
2020). An IoT application comprises three main parts:

1 IoT devices
2 an IoT communication protocol

3 systems for storing and processing IoT data (Bayilmus et al., 2022).

The IoT serves as a platform where everyday devices become smarter, processing
becomes intelligent, and communication becomes informative (Houimli et al., 2021;
Ray, 2018). The application domains of IoT are extensive and encompass healthcare,
manufacturing, industrial operations, transportation, smart homes, and agriculture
(Ashima et al., 2022).

The success of IoT technology heavily relies on effective machine-to-machine
(M2M) (Lawton, 2004) communication over the internet. IoT applications involve
devices with limited storage, processing, and networking capabilities, often running
on batteries (Yugha and Chithra, 2020). Limitations inherent in smart devices often
lead to congestion in IoT networks, resulting in reduced performance and data loss.
Therefore, it becomes imperative to implement a congestion control mechanism to
enable efficient data transmission within IoT networks (Jain et al., 2022; Anitha et al.,
2023). The commonly used internet communication protocol, hyper text transfer protocol
(HTTP) (Bressoud et al., 2020), is unsuitable for such resource-constrained devices.
Consequently, specialised communication protocols like constrained application protocol
(CoAP)(Alhaidari and Alqgahtani, 2020), message queue telemetry transport (MQTT)
(OASIS Standard Incorporating Approved Errata, 2015), and advanced message queuing
protocol (AMQP) (Uy and Nam, 2019) are employed in IoT applications to manage
these constraints effectively.
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Numerous sensors and devices are involved in various real-life IoT applications.
The substantial volume of data generated and transferred by these devices can impact
the performance of the IoT network, leading to reduced throughput and increased
latency (Singh et al., 2022). Furthermore, not all input data generated by IoT devices
hold equal importance. Certain messages or messages from specific sources may
be more critical and necessitate immediate attention and handling. For instance,
messages from a fire alarm or gas leak sensor carry higher significance than messages
from an atmospheric temperature or pressure sensor. However, the standard MQTT
protocol lacks a built-in mechanism for message prioritisation, which poses a challenge
(Tatyasaheb and Kumar, 2021). The published contents have limited time for residing
on the server before it is discarded or replaced (Ali and Zafar, 2023). To address
this issue, we propose a novel message priority algorithm that introduces minimal
computation overhead while prioritising input messages and reducing network traffic.
The algorithm identifies a normal range for each message topic, allowing differentiation
between priority and non-priority messages. Leveraging the concept of trivial intervals,
the algorithm identifies identical or irrelevant messages and prevents their forwarding
to the subscriber, thereby reducing network traffic. The proposed PR- MQTT broker
identifies priority messages and forwards them ahead of normal messages. The algorithm
is implemented within the HBMQTT broker, which is the only broker written in
Python. This integration eliminates the need for a separate server to handle priority
data. Experimental results demonstrate that by avoiding the transmission of identical
or irrelevant data, the proposed algorithm improves the transmission time of normal
messages as well.

Our major contributions include:

e identified the necessity of prioritising incoming messages in IoT protocols
e proposed a novel method to identify priority messages in IoT communications.

e proposed a method based on trivial intervals to reduce the data traffic in IoT
networks.

o the MQTT broker, HBMQTT, is modified to incorporate the new priority
algorithm, PR-MQTT.

The outline of this paper is as follows. Section 2 presents related works on prioritising
MQTT messages. A brief description of the working of the MQTT protocol is given in
Section 3. The proposed system framework is discussed in Section 4. Section 5 discusses
the implementation and evaluation details and the results. Section 6 concludes our work
and discusses future research directions.

2 Related works

The proliferation of IoT devices and applications has resulted in a rapid growth of
data generated and transmitted across IoT networks. This exponential increase in data
traffic can lead to various challenges, such as network congestion, packet loss, increased
latency, and higher bandwidth consumption. To tackle these issues, researchers have
proposed various approaches in the literature to enhance network performance in IoT
environments. These approaches include assigning priorities to incoming messages and
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employing data compression and aggregation methods to reduce network traffic. In this
session, we will delve into a review of the literature covering these topics.

Kim et al. (2018a) proposed an approach that modifies the structure of standard
MQTT message fixed header format for assigning message priority. This method uses
two bits in byte 3 of the MQTT message header to set four priority levels. Each priority
level maintains a separate message queue. The work by Kim and Oh (2017) also uses
two bits in byte 2 of the message header to set the priority flag. The higher the number
of the priority flag, the higher the priority. Both approaches increase the MQTT message
minimum header size from two to three bytes.

Kim et al. (2018b) suggested a method that uses reserved message types (message
type 0 and message type 15) of the MQTT standard packet types to denote the priority
messages. The remaining 14 packet types (1-14) are used for their usual purpose.
Message 0 indicates urgent messages with the highest priority, and message type 15
denotes critical messages with the second-highest priority. This approach maintains
three separate queues for each priority level. The work discussed in Kim et al.
(2018a) uses a message scheduling method based on weighted round robin (WRR) to
prevent excessive processing delay of a queue with low priority. Methods that use a
plurality of queues require more CPU resources than a single queue method. As the
above-mentioned approaches modify the MQTT standard specification, these methods
may be incompatible with other high-level application programmes.

Oh and Kim (2019) proposed a message priority approach that does not modify the
message header. In this method, the first character of the message topic determines the
message priority. For example, if the message topic begins with a predefined rarely
used character such as *#, it is assumed to have higher priority than a message topic
beginning with other characters. Hence the priority of a message is sent with the
‘PUBLISH’ message, and it does not affect the existing MQTT packet structure. The
authors claim that the MQTT protocol can run with relatively low CPU resources. Chen
et al. (2022) proposed a priority scheduling algorithm, which considers the popularity
of message topics, as a solution to the challenge of effectively distributing messages
with diverse topics in microgrids. Priority permissions are determined by the number
of clients subscribing to a particular topic. Topics with more subscribers receive the
highest priority and are transmitted ahead of messages from other topics. A time
period is established to prevent low-priority data from experiencing long delays, and a
low-priority transmission mechanism is implemented to ensure that these messages are
forwarded before they reach their timeout period.

Hwang et al. (2022a) modified the Mosquitto broker to handle urgent messages
efficiently. The improved Mosquitto broker, U-Mosquitto, maintains an urgent message
list in addition to the subscription list of normal messages and processes the urgent
message list before the subscription list.

AlEnany et al. (2021) used the back-off algorithm to calculate the average frequency
rate of messages published by each publisher and assign priority to publishers based
on the average publishing rate. The publisher with the highest average frequent rate
(maximum delay between successive messages) is assigned the highest priority, placing
its messages in the front of the queue. Publishers are sorted based on their average
frequency and placed correctly in the array. This method assumes that a publisher
sending messages less frequently is more important than a publisher publishing messages
frequently.



J.J. Puthiyidam and S. Joseph

48

Table 1 Summary of related works
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Jung (2020) proposed a priority assignment scheme to reduce network traffic in a
resource-constrained network. Two threshold values are identified, and if a new message
external to the threshold value arrives, it is assigned the highest priority. Suppose the
difference between the previously and newly measured data is within a pre-specified
tolerance range. In that case, the latter is considered the same as the former and is
assigned the lowest priority. The keep-alive message notification scheme is applied to
transmit the lowest priority packets.

Park et al. (2018) suggested an algorithm that classifies messages based on their
characteristics into three groups, namely, unconditional messages (UNC), real-time
(R.T.) messages and delay-tolerant (D.T.) messages. Each message class has its message
queue. UNC messages should be forwarded immediately. Whenever an R.T. message is
sent, the R.T. message queue priority is decreased, and the priority of the D.T. message
queue is increased. Similarly, whenever a D.T. message is sent, the priority of the D.T.
message queue is decreased, and the priority of the R.T. message queue is increased.
This algorithm ensures that the transmission of D.T. messages is allowed for a while.

Park et al. (2017) proposed a multiclass Q-learning algorithm (MQL) for remote
monitoring of patients at home. When a new message with higher priority arrives,
older messages in the queue are pushed one position backwards. An ageing technique
prevents the indefinite postponement of a lower-priority message. In this work, the
message priority is set at the sensor level. Oyewobi et al. (2021) have discussed a
priority queuing technique to control congestion in IoT networks. This approach follows
a preemptive/non-preemptive discipline where node packets are grouped and transmitted
based on the real-time requirements of their IoT applications.

Donta et al. (2022) comprehensively reviewed how traditional IoT application
layer protocols have been enhanced and refined. They also examined real-time
applications and the corresponding adapted application layer protocols aimed at
enhancing performance. The research delved into the importance of request-response
and Pub-Sub protocols within various use cases. Furthermore, this paper proposes the
integration of machine learning to permeate these protocols with intelligence, enabling
them to adapt dynamically to varying application conditions without human intervention.
An intelligent congestion control algorithm called iCoCoA, based on the CoAP protocol
is introduced by Donta et al. (2023). This work employs a deep reinforcement learning
approach. This algorithm is designed to effectively predict and manage congestion
in dynamic environments, particularly on constrained devices. iCoCoA leverages
insights from various network characteristics to make informed decisions regarding the
optimal Retransmission Timeout, thereby alleviating congestion in dynamic scenarios.
Furthermore, it enhances throughput, conserves energy, and reduces the occurrence
of needless retransmissions when compared to existing congestion control models.
Congestion-aware data acquisition (CADA), a resource control-based mechanism for
wireless sensor networks, is proposed in Donta et al. (2020). CADA effectively detects
congested nodes within the network and employs alternative routing paths to the base
station for efficient data acquisition.

The analysis of related works in the literature reveals that prioritisation of incoming
messages is an unexplored field in [oT communication protocols, with only a limited
number of related works available. Most of the existing literature comprises only
proposals and lacks implementation details. Most attempts in literature either assign
the responsibility of identifying priority messages to the constrained client nodes or
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needs the modification of standard MQTT packet structure or message header size. Such
approaches are not desirable in IoT networks.

3 MQTT protocol

The IoT community widely adopts the MQTT protocol due to its lightweight nature,
small message header size, and low bandwidth consumption (Yudidharma et al.,
2023). It utilises a publish/subscribe pattern for data transportation. Built on top of
the TCP/IP protocol, MQTT is well-suited for unreliable communication networks
(Akshatha et al., 2022). IoT applications seeking a secure communication environment
and can broadcast messages to multiple subscribers concurrently might favour the
MQTT protocol (Bayilmis et al., 2022). Major public cloud platforms like Amazon
Web Services, Microsoft Azure, and Google Cloud Platform leverage the capabilities
of MQTT (Naik, 2017). Therefore, in this work, the MQTT protocol is chosen to
implement and analyse message priority in [oT networks. The MQTT architecture
consists of several key components, including a central broker server and clients
acting as publishers and subscribers. The MQTT protocol facilitates the decoupling of
publisher and subscriber clients (Lazidis et al., 2022). Clients communicate with the
MQTT broker using message topics (Hwang et al., 2022b). Initially, clients establish
a connection with the broker. Subscribing clients indicate their topics of interest to
the broker when requesting a connection. Publishing clients send messages to the
broker, specifying a topic. The broker filters messages based on the topic name and
forwards them to the subscribed clients. Figure 1 illustrates the basic architecture of
the MQTT protocol. Prominent MQTT brokers include Mosquitto broker (Mosquitto
MQTT Broker, 2023), RabbitMQ (Johansson and Dossot, 2020), Hive MQ (Koziolek
et al., 2020), VerneMQ (Gruener et al., 2021) and HBMQTT (Broker API Reference —
HBMQTT 0.6 Documentation, 2023), among others.

Figure 1 MQTT protocol architecture (see online version for colours)
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MQTT has a two-byte fixed message header, the smallest among the [oT communication
protocols. The message header provides information such as the message type, various
associated flags, and details of the optional fields. The structure of the MQTT message
header is given in Figure 2.

Figure 2 MQTT message header format

Field Length : Bits ~ —> 0 | 1 | 2 | 3 4 5 6 7
Byte 1 Message Type DUP | QoS Level [|ReTAIN MQTT
Fixed
Byte 2 Remaining Lemgth (1-4 bytes) Header
Byte 3
Optional: Variable Length Header
Byte n
Byte n+1
Optional: Variable Length Message Payload
Byte m

Message Type: CONNECT, PUBLISH,SUBSCRIBE,PUBACK etc.
QoS: 0/1/2

DUP: DUPLICATE FLAG

RETAIN: Set to ON to store last known value

Source: Abdul Ameer and Hasan (2020)

MQTT clients can use different quality of service (QoS) levels when sending or
subscribing to messages. The QoS level determines the reliability and guarantee of
message delivery that the client requires (Liu and A-Masri, 2021). The MQTT protocol
offers three and levels QoS for message delivery.

1 QoS 0: at most once delivery
2 QoS 1: at least once delivery
3 QoS 2: exactly once delivery.

QoS 0 is the fastest and least reliable level, as it provides no guarantees of message
delivery, and the sender does not receive an acknowledgement from the receiver. This
level is suitable for scenarios where message loss is acceptable, and the communication
network is reliable. QoS 1 provides guaranteed message delivery but may result in
duplicate messages. The receiver acknowledges each message, and the sender will
retry sending it until it receives the acknowledgement. This level is appropriate for
applications that can handle duplicate messages and require guaranteed delivery. QoS 2
provides the most robust level of service, ensuring that each message is delivered
only once, without loss or duplication. This level incurs higher processing and network
resource costs. It is typically used in mission-critical scenarios where message loss or
duplication is unacceptable.



52 J.J. Puthiyidam and S. Joseph

4 Proposed system framework

This section presents an innovative and efficient approach for identifying and rapidly
processing high-priority messages of elementary data types in IoT applications. This
algorithm not only improves message processing speed but also reduces network traffic.
The proposed method addresses the limitations of most existing works in this field.
The MQTT protocol, which is widely utilised in the IoT environment, is chosen for
implementation.

Initially, input client nodes, acting as publishers and subscribers, establish a
connection with the broker server. The publisher clients gather data from the
surrounding environment and publish the collected information to the broker at regular
intervals. It is assumed that a publisher node can send two types of messages:
normal messages, which provide regular updates on the sensing environment, and
alert messages (priority messages), which indicate a need for immediate attention. The
publisher generates and publishes messages to the broker using the standard MQTT
message PUBLISH command. Upon receiving a message from the publisher, the broker
determines whether the incoming message is a normal or a priority message based on its
value. If the message is identified as a priority message, the PR-MQTT broker places it
at the front of the message queue and promptly forwards it to the subscriber, prioritising
it ahead of other normal messages. On the other hand, if the incoming message is
classified as normal, the broker assigns it to the next available position in the message
queue.

The proposed PR-MQTT approach plays a vital role in mitigating congestion in
IoT networks by reducing message transfers. If the values of two consecutive messages
from a publisher are nearly identical, the PR-MQTT broker identifies them as duplicates
and refrains from forwarding the latter message. Disregarding the processing of such
duplicate or identical data may not significantly impact the overall application outcome
but significantly improves the system’s performance. This reduction in message transfer
between the broker and subscriber clients substantially improves network efficiency. The
framework of the proposed system is illustrated in Figure 3.

Figure 3 Proposed system framework
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The suggested framework is more suitable for applications where multiple publishers
publish data simultaneously and a single subscriber receives the data. This environment
is ideal for many real-life IoT applications, such as remote patient monitoring (Bashir
and Mir, 2021) and industrial environment, where thousands of sensors collect data
about their sensing environment regularly and forward them to a central server for
analysis and monitoring (Mahmood et al., 2021). This work is divided into three
modules:

1 Normal range computation: Determine each publisher’s normal message range
(min-max range).

2 Trivial range calculation: Identify each publisher’s trivial range to find identical
messages and reduce traffic and congestion in the network.

3 Message classification: ldentify priority messages and forward them ahead of
normal messages. Prevent the forwarding of identical messages.

4.1 Normal range computation

This module identifies each publisher’s min-max range (normal range) to distinguish
high-priority messages from normal ones. Any message value outside this range is
considered a priority message. The proposed algorithm monitors each publisher’s first
n messages and identifies the minimum and maximum values. This period can be
considered a training period. The size n (training data) may vary from a few hundred
messages to data of one or more days, depending on the application. When each
publisher p; publishes a message to the broker during this period, the broker updates
the current minimum and maximum values of p; using equations (1) and (2).

min(p;) = min[p;m*, Curr — min(p;)] (1)
max(p;) = max[p;m’, Curr — max(p;)] )
where
min(p;) new minimum value of publisher p;
max(p;) new maximum value of publisher p;

Curr —min(p;)  present minimum value of publisher p;

Curr —max(p;)  present maximum value of publisher p;

pjm! i™ message of publisher p;.

The minimum and maximum values identified for each publisher from its first n initial
message are stored in corresponding positions in the arrays min[] and max[].
4.2 Trivial range calculation

Most messages transmitted by publishing clients contain information related to
environmental factors like temperature or humidity, which typically change gradually.
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Disregarding non-critical data from such sensors may not have severe consequences
but significantly enhances network performance. To selectively ignore non-critical data
and reduce network traffic, as well as minimise message queuing delays, our algorithm
employs a trivial interval concept within the min-max region. This trivial interval,
denoted as ¢, is calculated using equation (3).

. i (mi —mi_1) 3)

i=1

If the value of a normal message falls within the trivial interval ¢ with its preceding
message, both messages are considered identical, and the latter message does not need to
be forwarded to the broker. However, this approach may lead to skipping large number
of messages from certain sensors, such as temperature or atmospheric pressure. The
values of these sensors normally change very slowly. This can result in an indefinite
delay for a new message from such publishers to reach the broker. Furthermore, if no
message is received from a publisher for an extended period, it may cause confusion
for the MQTT broker regarding the client’s existence. A skip limit is set to prevent
such situations, determining the maximum number of messages that can be skipped in a
sequence. Only the specified number of messages will be skipped, as defined by the skip
limit. The subsequent message will be forwarded to the subscriber, even if it falls within
the trivial range of the previous message. The computation procedure for determining
the normal range of each publisher and its associated trivial interval is provided in
Algorithm 1.

Algorithm 1 min-max and trivial range computation

Input : publishers p1, p2, p3, -, Pk
n, number of initial messages
message queue mq[]
Output: trivial interval t and arrays min[] and max[]
1 for publishers p1, p2, p3, -+, pr do

2 for messages m*=' to m*=" do

3 Compute p;(min) = minimum(p,;m’,p;(min));

4 Compute p;(max) = maximum(pjmi,pj (max));

5 Insert p;m’ to message queue mq[]; > *note:pjm’ — i™ message of
publisher p;;

6 end for

7 Store p;(min) in array min[];

8 Store pj(max) in array max[];

9 Compute trivial interval ¢t = > 7" | %,

10 end for

4.3 Message classification

Message values within the min-max range are considered normal and treated using the
standard MQTT message forwarding procedure. A message value outside this range is
abnormal or critical, and should be treated urgently. Such a message is considered a
high-priority (hpr) message.
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hpr(p;) = pjmi < min(p;) or pjmi > max(p;) 4)

A high-priority message is placed at the first position in the message queue, bypassing
all normal messages; mq[0] = hpr(p;).

Algorithm 2 Identifying and processing priority messages

Input : publishers p1, p2, p3, -, Dk.
trivial interval, t.
arrays min[] and max[].
skip limit, skip.
Output: message queue mq[] with priority messages at the front
1 for P1, P2, P3, -, Pk do
for messages m'=" to m'=" do
if m® < p;(min) or m' > p;(max) then
Set m® a high priority message;
place m at first position of mq[] > * at mq[0]
else if p;(min) < m' < pj(max) then
if (m' —m'™!) <t then
if not skip limit then
Skip m’
else
Set m* as a normal priority message;
place m* at the last position of mqf[] > x at mq[n+1]
end if
end if
else
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Set m* as a normal priority message;
Place m' at the last position of mq[] > x at mq[n+1]
end if
end if
end if
else

—
®

NN N
No= S
°

m® is undecided;
skip m?;

end if

end if

end for

NN
NN

N
o

N
=

end for

~
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If the value of the new message is within the (min-max) range of the publisher, it is
treated as a normal message (npr).

npr(p;) = min(p;) < pym* < max(p;) )
Such normal messages are placed at the back end of the queue in the next available

position; mg[N + 1] = npr(p;), where N denote the number of elements present in the
message queue currently. Algorithm 2 discusses the procedure to identify and process
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high-priority and normal messages of a publisher. This algorithm also explains how the
proposed method reduces network congestion by ignoring unwanted messages.

An illustrative example is provided to explain the proposed algorithm for identifying
and processing priority messages and reducing network traffic within the MQTT
communication protocol. In this example, a skip limit is set as 3. This means two
consecutive messages occurring within a trivial interval will be skipped, and only the
third message will be forwarded to the broker. To illustrate this concept, let us consider
a scenario where a temperature sensor initially publishes ten messages, which serve as
its initial set of messages for determining the minimum-maximum temperature range.

Temperature (°C)

29.8 29.5 29.6 29.8 29.6 29.9 29.5 29.8 29.6 29.9
(first n values)

Minimum temperature  29.5°C

Maximum temperature 29.9°C

min-max range 29.5°C —29.9°C
Trivial interval (f) (0.340.1+0.2+0.2+0.3+0.4+0.3+0.2+0.3)/9]
= 0.255

Based on these min, max and trivial values, the behaviour of our new message priority
algorithm with various message sequences is illustrated in Figure 4.

Figure 4 Message passing performance of PR-MQTT algorithm
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In Figure 4, case 1 illustrates a scenario in which all messages are categorised as normal
messages, and there are no instances of two consecutive messages falling within the
trivial range. In case 2, certain messages are omitted when they occur within the trivial
interval of the preceding message. Case 3 demonstrates how the proposed algorithm
handles high-priority messages and messages within the trivial interval. Similarly, in
case 4, it showcases how the algorithm effectively reduces network traffic by omitting
redundant messages.
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5 Results and discussion

In this section, the simulation details of the proposed system are presented. The primary
purpose of the experiment is to prove that the modified broker with priority support,
PR-MQTT, treats urgent messages ahead of normal messages. The experiments also
show how the PR-MQTT algorithm improves IoT network performance compared with
standard MQTT broker. A discussion of the proposed PR-MQTT protocol and the
experiment results follows.

5.1 Experimental setup

The HBMQTT broker, the only MQTT broker written in Python, is selected to
implement the work. The proposed algorithm is incorporated into the HBMQTT broker
code. The modified broker runs on a Raspberry Pi 3 processor with 1.4 GHz clock
speed and 1 GB RAM. We use ESP32 3.3V MCU as publisher clients and BME280
sensor nodes to read pressure, temperature and humidity data from the atmosphere. The
BME 280 sensor nodes are connected to the ESP 32 MCUs. A laptop equipped with
a core i7 CPU runs the subscriber clients. We assume multiple publishers publish data
simultaneously and are received by a single subscriber.

Table 2 Experimental setup

Experimental setup

Processor (broker) Raspberry Pi 3 1.4 GHz 1 GB RAM
Broker HBMQTT Boker

Publisher nodes ESP 32 3.3 V MCU

Sensors used BME 280

Data measured Temperature, pressure and humidity
Subscriber node Laptop with i5 processor, § GB RAM

Table 3 Testing scenarios

Values

Parameters

Scenario 1 Scenario 2
No. of publishers 10 publishers 40 publishers
No. of subscribers 1 subscriber 1 subscriber
Publishing rate 50 messages/sec. (approx.) 50 messages/sec. (approx.)
QoS of published messages QoS 0 QoS 0
Normal messages (for each publisher) 250 messages 250 messages
Priority messages (for each publisher) 25 messages (approx.) 25 messages (approx.)
Trivial range (for each publisher) 10 points 10 points
Skip limit (for each publisher) 5 messages 5 messages

A testing scenario with two publisher client sizes was used for evaluation purposes.
Most of the IoT devices that frequently sense and publish data use the reliability level
QoS 0 and such data form a major part of IoT network traffic. Hence the QoS of
the published messages are selected as QoS 0 for the experimental evaluation. Ten
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clients generate and publish data in the first scenario, and in the second scenario,
40 clients publish data. From the testing point of view, we assume all publishing
clients work simultaneously. Each client generates and publishes approximately 250
normal and 25 priority messages during the evaluation period at an average of 50
messages per second. For each publisher, the trivial interval is set as 10 points and
the skip limit is five messages. The performance of the normal HBMQTT broker and
the proposed PR-MQTT broker is compared with different evaluation metrics. The
testing environment can be restructured to increase the number of clients and to change
the messages per second if required. The experimental setup and testing scenarios are
summarised in Tables 2 and 3, respectively.

5.2 Performance analysis

The evaluation of the proposed work involves several performance metrics, including
message latency, CPU and RAM resource utilisation, network traffic, and transmission
delays. These metrics are essential for assessing the effectiveness of the PR-MQTT
method in comparison to the standard MQTT protocol, which does not incorporate
priority data handling. Initially, the latency experienced in delivering both normal
and priority messages in the PR-MQTT method is evaluated. This analysis provides
insights into the efficiency of message prioritisation and its impact on message delivery
times. Subsequently, the resource utilisation, specifically CPU and RAM, as well as
transmission delays, are compared between the standard MQTT and prioritised MQTT
approaches. This comparison allows for an assessment of the resource efficiency and
performance gains achieved by incorporating message prioritisation. Furthermore, the
evaluation takes into account the network traffic under different datasets. This analysis
provides an understanding of the impact of prioritisation on overall network utilisation
and congestion. The evaluation results of the proposed work, considering these various
performance metrics, are presented to demonstrate the effectiveness and benefits of the
proposed PR-MQTT approach.

Figure 5 Message latency of PR-MQTT (see online version for colours)
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5.2.1 Message latency

In the proposed PR-MQTT protocol, any input publisher node has the capability to
generate priority data. The determination of whether the generated data is normal or
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priority data is done by the broker based on the value of the sensed data. Figure 5
presents a scatter plot that illustrates the latency of both normal and priority messages
in scenario one, as per the proposed algorithm. The horizontal axis of the plot represents
the message index, while the vertical axis represents the time in milliseconds. The
plot differentiates between normal and priority data using colours, with blue dots
representing normal data and red dots representing priority data. The results obtained
from the plot clearly demonstrate that priority data is received by the subscriber much
faster compared to normal data. As the message size and index position increase, the
latency of normal data also increases. However, the latency of priority data remains
relatively constant, regardless of the message index.

5.2.2 Resource utilisation

The CPU and memory requirements were selected as metrics to evaluate the resource
utilisation of the protocols under consideration. The analysis aimed to compare the
resource utilisation of the standard MQTT protocol and the proposed PR-MQTT
protocol using the same dataset. Figure 6 illustrates the CPU and RAM utilisation
of the standard MQTT protocol, while Figure 7 represents the performance of the
PR-MQTT protocol. In both figures, the red colour indicates the CPU utilisation
during the execution period, while the blue colour represents the RAM utilisation
in megabytes. Initially, the proposed PR-MQTT protocol was expected to consume
more resources due to the additional computation required for filtering out priority
data and skipping identical data. However, the analysis graph shows that the proposed
algorithm utilises fewer CPU resources and almost the same amount of RAM as the
standard MQTT protocol. This advantage is attributed to the trivial interval concept
utilised in the PR-MQTT protocol, which allows for skipping unwanted data. The extra
computation required by the new algorithm is offset by the reduced number of messages
forwarded to the subscriber. Consequently, the proposed method is proven suitable for
resource-constrained devices, as it achieves resource efficiency without significantly
increasing CPU and RAM utilisation.

Figure 6 Standard MQTT resource usage (see online version for colours)
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Figure 7 Priority MQTT resource usage (see online version for colours)
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5.2.3 Network traffic

The proposed PR-MQTT algorithm offers a significant advantage regarding reduced
network traffic. Utilising the trivial interval concept, the algorithm prevents the
unnecessary transmission of similar and duplicate data, effectively decreasing the
number of messages passed through the network. A significant proportion of data
congestion within IoT networks can be attributed to messages employing QoS level 0
reliability. Most IoT devices, which frequently sense and publish data like temperature
and pressure sensors, opt for QoS 0 reliability. In environments where sensor data
changes infrequently, the loss or omission of a few data elements does not substantially
affect the outcome of the application. Therefore, one practical approach to mitigate IoT
network congestion is reducing or controlling the transmission of QoS 0 data. Figure 8
shows the number of messages forwarded to subscriber clients for different datasets
under two scenarios: using the proposed PR-MQTT broker and the standard MQTT
broker. The plot demonstrates that when the proposed algorithm is applied, there is a
nearly 25% reduction in network traffic observed across all datasets. This reduction in
network traffic is highly beneficial as it allows IoT networks to accommodate many
devices and effectively handle the vast amount of data generated and transmitted by
these devices. The proposed algorithm contributes to improved network efficiency and
scalability in IoT applications by minimising unnecessary message transmission.

5.2.4 Normal message transmission delay

The transmission delay experienced by normal messages in both the standard MQTT
(represented by blue dots) and the proposed PR-MQTT method (represented by red
dots) for the same dataset is illustrated in Figure 9. The plot demonstrates that when
the filtering algorithm is employed, even for normal data, the transmission delay is
significantly reduced. This achievement can be attributed to the concept of skipping off
unnecessary data, which is a core aspect of the proposed algorithm. By eliminating the
transmission of redundant or identical data, the algorithm effectively reduces the overall
transmission delay experienced by normal messages.
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Figure 8 Network traffic comparison (see online version for colours)
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Figure 9 Transmission delay of normal messages (see online version for colours)
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The evaluation results clearly demonstrate that the MQTT broker integrated with the
proposed algorithm outperforms the standard MQTT broker in all the evaluation metrics
that were considered. The proposed algorithm effectively prioritises urgent messages
of utmost importance, ensuring their prompt delivery to the receiver. By identifying
and skipping the forwarding of redundant or similar data, the PR-MQTT algorithm
successfully reduces the overall message transfer through IoT networks.

5.3 Discussion

A study on attempts in the literature to prioritise loT messages and reduce network
traffic reveals that it is a research field that still requires exploration. Many attempts in
the literature assign the responsibility of identifying priority messages to the constrained
client nodes or require modifications to the standard MQTT packet structure or message
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header size. However, such approaches are not always desirable or encouraged in IoT
networks.

The priority is managed from the broker side in the proposed PR-MQTT protocol.
No modification of the standard MQTT packet structure or fixed header is required.
Publisher clients collect data from surroundings and transmit data packets to the
broker using the standard MQTT packet forwarding procedure. A broker identifies
the high-priority messages using the PR-MQTT algorithm explained. No additional
overhead or computation is required at the constrained client nodes. The computational
complexity of the broker server is also unaffected, as the new algorithm uses simple
mathematical computations.

For evaluation purposes, a testing scenario is created with two publisher client sizes:
ten and forty clients, each sending fifty messages per second. The performance of the
MQTT protocol is compared with and without the proposed algorithm applied. With the
standard MQTT protocol, the latency of the messages increases as the number of clients
and messages increases. When the priority algorithm is applied to the same dataset, the
latency of the normal messages increases, but at a different pace than in standard MQTT.
The priority messages are delivered much faster than normal messages. The latency of
the priority messages remains almost constant, regardless of the index position of the
message. The priority messages are delivered within 10—15 milliseconds, even for larger
data sizes. The latency for normal messages increases as the index position increases.
The CPU and RAM resource utilisation of the proposed algorithm is better than that
of the standard MQTT algorithm. The new approach employs the concept of a trivial
interval to eliminate the transmission of identical or irrelevant data to the client node,
which helps reduce resource consumption.

One significant setback experienced by IoT networks is the heavy traffic and
congestion problem. As the number of connected clients increases, the load on the
broker become heavier and network traffic increases. The proposed algorithm reduces
the network traffic by avoiding the transmission of identical unnecessary data, thanks
to the help of the trivial interval concept incorporated. Therefore, this approach can
support more input clients than normal IoT networks. With the proposed PR-MQTT
broker, even the transmission delay of normal messages is reduced considerably. As
transmission of identical and insignificant messages is restricted with the trivial interval
concept, the overall amount of data transferred between broker and subscriber nodes are
also reduced. This improves the transmission time of the normal messages.

The proposed method handles urgent messages efficiently and reduces network
traffic. The proposed PR-MQTT protocol improves the performance of the MQTT
broker The improved performance of the proposed algorithm is reflected in various
aspects, including reduced latency for priority messages, efficient utilisation of CPU
and RAM resources, decreased network traffic, and minimised transmission delays for
normal messages. These results highlight the effectiveness of the PR-MQTT algorithm
in optimising the performance and efficiency of IoT applications. Overall, the proposed
algorithm offers significant advantages over the standard MQTT broker, enhancing the
delivery of critical messages while minimising unnecessary data transfer. It provides
a valuable solution for improving the performance of IoT networks and ensuring the
timely and efficient communication of important information.

Various industries, such as automotive, entertainment, gaming, finance and
healthcare, are experiencing significant transformations due to the integration of machine
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learning techniques. The primary goal of incorporating learning models into these
domains is to minimise error rates and enhance real-time results while minimising costs
and time investments. When we look at the future scope of learning models, several
areas stand out, including robotics, computer vision, quantum computing, the automotive
industry, and cybersecurity. These fields are expected to see substantial advancements
and applications of machine learning technologies. A significant upcoming trend is
optimising machine learning speed by utilising quantum computing. Quantum computing
enables the execution of multiple complex operations simultaneously, offering the
potential for substantial reductions in execution times, mainly when processing
high-dimensional vectors. Another anticipated development is creating a versatile,
all-purpose model called a ‘big model’. This model is designed to handle various tasks
simultaneously, allowing it to be trained in multiple domains according to specific
needs. Furthermore, the years ahead are likely to witness advancements in distributed
machine learning portability, enabling the running of machine learning tools directly on
various platforms and computing engines. This advancement will eliminate the need for
transitioning to new toolkits when working with machine learning tasks.

6 Conclusions and future research directions

IoT applications generate and transfer a significant portion of internet data. Many loT
networks experience network traffic and congestion issues due to the large number of
connected input devices. Timely processing of critical messages is crucial in various
IoT applications, including patient healthcare and industrial data monitoring. Most IoT
communication protocols do not prioritise incoming messages. Existing approaches to
prioritise IoT data often overload the constrained input clients or require modifications
to the standard IoT protocol, which is undesirable. This paper presents a novel approach
to reduce network traffic and handle priority input data in IoT networks, regardless of
the number of client nodes and the volume of data they produce. The MQTT protocol,
a widely used communication protocol in IoT systems, is selected for experimental
purposes. The proposed PR-MQTT broker is integrated into the open-source MQTT
broker HBMQTT. It prioritises urgent messages and reduces data traffic in IoT
networks. A test system is constructed, and experiments are conducted using various
metrics to compare PR-MQTT and standard MQTT. The results demonstrate that
the proposed approach efficiently processes urgent messages and reduces network
congestion. The latency of the priority messages remains nearly constant, irrespective
of the message’s index position. Priority messages are consistently delivered within
10—15 milliseconds, resulting in a speed improvement of over 90% compared to regular
messages. Additionally, the proposed approach reduces CPU resource utilisation and
network traffic by 25% and the transmission delay of normal messages by 50%. The
client nodes are not overloaded, and this approach does not affect standard MQTT
protocol specifications. The responsibility of determining the priority of data is to the
powerful MQTT broker. This technique reduces network traffic by avoiding transmitting
identical messages and enables IoT networks to accommodate more devices. Hence, the
proposed algorithm helps improve network performance and message transmission in
IoT applications.
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Implementing the proposed algorithm in the Mosquitto broker, the most popular
broker in the MQTT circle, is a planned future expansion. Assigning priority concepts
in other popular IoT protocols, such as CoAP and AMQP, is also planned as future
work.
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